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Scaling Algorithms

Algorithms for speeding up using integral property

Problem P29: (Shortest-path problem)
Given a positively weighted graph G and one vertex s, find all
shortest paths from s to all other vertices in G.

The Dijkstra's algorithm is famous for the shortest-path problem.
For a graph with n vertices and m edges, the Dijkstra's algorithm
can be implemented in O(m + n log n) time using Fibonacci Heap.

Is any speed up possible if every weight is integer?
Solve the problem after halving every weight recursively, and

using the solution solve the original problem efficiently.
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0) TRTDTEAVIZDNTdist[v]=& T 3.
(1) dist[s]=0&9 B (slEIR =) .

Q) I RTHDIERET—ILPIZEZ 5.

(3) while(PASZETAELY){

@) Phdist|DENR/INDTESRVERYET.
(5) ulc¥—9%DI+5.

6) for(R—IMDNTLVELUDBEETESEY)
7 if( dist[u] + leng(u,v) < dist[v] )

) then dist[v] = dist[u] + leng(u,v)

©}

dist[u]: I msHOTERuETCORERBORSEEZ HEF.

leng(u,v): 2TERu, ViDL D EH (RE).

T—IP: BERDEREEZD-HDT—HHEE.
dist[|DEAR/PDIEROIY L,
FEEDERVIZDVTistv]DEEZFH> T
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Dijkstra's algorithm for finding a shortest path
(0) For each vertex v, let dist[v]=co.

(1) Set dist[s]=0 (s is the source) .

(2) Store all the vertices in a pool P.

(3) while(P is not empty){

(4) Take a vertex u with the smallest dist[] out of P.
(5) Mark u.

(6) for each unmarked vertex v adjacent to u

(@) if( dist[u] + leng(u,v) < dist[v] )

®) then dist[v] = dist[u] + leng(u,v)

)}

dist[u]: array to keep the length of a shortest path from s to u.
leng(u,v): weight (length) of an edge between u and v.
Pool P: data structure to maintain a set of vertices.

extract a vertex with the smallest dsit[] value, and

decrease dist[v] value for any element v. o
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FILT) X LOEE:

(1) s&<—% : dist[a]=5, dist[b]=7

(2) a&<—7% :dist[c]=11, dist[d]=9, dist[f]=15

(3) bEY—%:dist[d] R Z, dist[e]=11

(4) d&ET—7 dist[c] R E, dist[e] T E, dist[{]FE
(5) c&ER—7 : dist[f]=14

(6) ex<—7 :dist[g]=19

(7) &< —7 . dist[g]=18

(8) g&~Y—Y #T.
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Example:

Behavior of the algorithm:

(1) Mark s: dist[a]=5, dist[b]=7

(2) Mark a:dist[c]=11, dist[d]=9, dist[f]=15

(3) Mark b:dist[d] no change, dist[e]=11

(4) Mark d:dist[c]no change, dist[e] no change, dist[f] no change
(5) Mark c:dist[f]=14

(6) Mark e:dist[g]=19

(7) Mark f: dist[g]=18

(8) Mark g:stop.
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| Efficiency of the Dijkstra’s algorithm

In the Dijkstra's algorithm every edge is checked only once.
(each edge is checked only for each direction for undirected graph)

Difference of computing time for data structure for pool P
Operation required for the pool P
(A) extract a vertex with smallest dist[], T, time
(B)decrease dist[v] for any element v. Ty time
Repeating operation (A) n times and (B) m times, it amounts to
O(nT,+mTy) time.

| (1) Simple array for pool P ‘

It takes O(n) time to choose one with smallest dist[] in the pool,
but it takes only O(1) time to decrease dist[v].
Thus, in total it takes time O(nT,+mTg)=0(n?*+m).
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(A) dist[|DEHL RN DTEREESDIZO(log n)DEFAE
(B) dist[v]DEZZEE § 5D H0(log n)EFE.
L7zh>T, 2K TIEOMT,+mTy)=O(nlog n+mlog n)
=0((n+m)log n)RRE.
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(A) dist[|DEN R/ DTEREE SDIZO0(log n) D EFAE
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ATHE.

L1zh>T, £ TIEOMT,+mTz)=0(nlog n+m)RFRE.
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4R FvFE—T :Fredman and Tarjan, 1984.
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| (2) Balanced Binary Search Tree for Pool P ‘

(A) O(log n) time to choose a vertex with smallest dist[]
(B) O(log n) time to decrease dist[v].

In total, it takes O(nT,+mTy)=0O(nlog n+mlog n)
=0((n+tm)log n) time.

| (3) Fibonacci Heap for pool P |

(A) O(log n) time to choose a vertex with smallest dist[]

(B) O(1) time in average per one operation to decrease dist[v].
In total, it takes O(nT,+mTg)=0O(nlog n+m) time.

(the analysis is based on amortization)

Fibonacci Heap: Fredman and Tarjan, 1984.

The best data structure in the order is the one using Fibonacci heap.
It takes O(m + n log n) time. Can we improve it?
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(BOEAHMnOEREUT OBERTHIIEEELTEE |

H A ZAM=0(m)DEFNQZALTIERNT—I/LEEH.
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Speed up is possible if edge weights are integers of O(m/n) ‘

We implement a pool of vertices using an array Q of size M=O(m).

That is, an element Q[k] points to the head of the list of pointers to
vertices such that dist[v]=k.

1.2 3 45 6 7 8
di;t 315(0|8]| 2|57 dist| 3]5|0| 8| 2|o| 5|7
N— * * * mark| * * *

Q YRMLODOELE Q location in
107 1 [ thelist
2 [ BE, dis(HBID 2 [ To choose a vertex with
301 EEENEEIL Y 30 smallest dist[] it suffices
4[] XhQE%?ﬁl:fE 4[] to scan the list Q in order.
5 FEHEHFEND, 1E 5 Thus, it takes O(1) time
6L 1 Bt LJE?&B#FE%. 6] per each operation.
7 L8 A oA EEREY R 7 doubly linked list
8 [ =714 ] 13/32 8 [ 14/32
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L1=p3>T, £ETIEO(M+nT,+mTg)=0(M-+n+m) .
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Data Structure to keep vertices for dist[] values |

1. Every vertex v such that dist[v]=k is stored in the list whose
head is pointed by the array element Q[k].

2. Since the list is doubly linked list, insertion and deletion are
done in constant time once their positions are specified.

3. For each vertex v which has not been marked yet, a pointer
from v to its position in the list maintained by Q is stored.

(A) Constant time required to choose a vertex with smallest dist[].
(It suffices to scan Q monotonically until we find the first
non-null pointer. Also, there is no backtrack because dist[]
monotonically increases.)

(B) Constant time required to decrease dist[v] value.

(It suffices to delete the value of dist[v] following the pointer
from the vertex v and insert the updated value of dist[v] at an
appropriate place in the list.)

Thus, in total it takes O(M+nT,+mTg)=0O(M+n+m) time. 1632

FE12-1: nfADTEEEMADEHDELMNSEDTZ7E1D0D
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St s S IEEDTEAF TOREREEE 2n-1R0DBLA
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Theorem 12-1: Given a weighted graph with n vertices and m edges
and a vertex s, if every edge weight is an integer within a constant
factor of m/n, the shortest path problem with respect to s can be
solved in O(n+m) time using the data structure described before.

Proof: Any shortest path from s to any vertex passes through at most
n-1 edges. =edge weight is O(m/n), so lengths of shortest paths are
O(m). Hence, applying our data structure, the total time is O(n+m)

since the size of the array Q is also M. Q.E.D.

Even if there is an edge of weight larger than a constant factor of

m/n, the algorithm can be applied if the length of any shortest path
is bonded by M=O(m).

What about the case in which edge weight is much larger than
the number m of edges or length of a shortest path exceeds
M=0(m)? Use of Scaling Algorithm
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Finding Shortest Paths Using Scaling Algorithm ‘

Step 1:Recursively solve the shortest path problem reduced by
dividing each edge weight by 2 and rounding it off.
Let the doubled length of a shortest path to each v be dist[v].

original
graph
[3] [5]
Use the solution to the reduced problem after

multiplying it by 2 as an approximation solution
20132
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Usefhe solution to the reduced problem after
Itiplying it by 2 as an approximation solution

0 "5~ 2/[8] N2 8" [1B] The distance obtained here
4 is dist].
[6] [10] 22/32

AT9T2: & (u,v)DEHleng(u,v)ZRDEIIZER:
distlul<distvV]&5 (L, ZDEH%E
leng'(u,v)=leng(u,v)+dist[u] —dist[v]

Iz

o

Step 2:Modify the weight leng(u,v) of each edge (u,v) as follows:
if dist[u]<dist[v] then change its weight to
leng'(u,v)=leng(u,v)+dist[u] —dist[v].
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Step 3:Solve the problem resulting by changing weights. Then,
let the length of a shortest path to each vertex v be dist'[v].

This distance corresponds
to rounding error.

1 [

Since the weight of the graph is rounding error in dividing weight
by 2, the length of a shortest path in this graph does not exceed
the number of edges. =>We can apply our algorithm.

Step 4:For each vertex, let the sum of dist[] and dist'[] be dist[].
This value is reported as the final distance.
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Algorithm P29-A0: (Scaling Algorithm)

(1) Recursively solve the shortest path problem reduced by

dividing each edge weight by 2 and rounding it off.

Let the doubled length of a shortest path to each v be dist[v].

(2) Modify the weight leng(u,v) of each edge (u,v) as follows:
if dist[u]<dist[v] then change its weight to
leng'(u,v)=leng(u,v)+dist[u] —dist[v].

(3) Solve the problem resulting by changing weights. Then,

let the length of a shortest path to each vertex v be dist'[v].

(4) For each vertex, let the sum of dist[] and dist'[] be dist[].

This value is reported as the final distance.

Let N be the largest edge weight. It is iterated O(log, N) time.
Since the operations (2)-(4) are done in O(m) time, it takes

O(m log, N) time in total.
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HEMEPL2-1: BHIQEAW T —4EEX AL TEA MRS Exercise P12-1: Implement the Dijkstra's algorithm using the data

DT INT)ALERES & structure using an array Q.

EEREPL2-2: 0VERULEDEADESZTI2OLTTILTY Exercise P12-2: Verify behavior of the algorithm for a graph with
X LOEMEEREM O &. at least 10 vertices.

BEREP12-3: ZCTHRALERAY =) I 7T XA Exercise P12-3: Prove that the scaling algorithm described here
FOTELLENREDZLLHAE L. certainly finds a correct solution.
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